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Abstract

The C++ language features a two-layers execution model: computations can be done at
compile-time and at execution-time. This corresponds to the static execution of metapro-
grams, and the dynamic execution of resulting programs. Thanks to recent evolutions in C++
template metaprogramming ([Veldhuizen(2002)], [Czarnecki and Eisenecker(2000)]), more and
more tasks can be done at compilation time.

In C++, a technique called Expression Templates described by [Veldhuizen(1995)] allows
the exploitation of this two-layers execution model. This technique relies on transforma-
tions of simple arithmetic expressions at compile-time to increase the performances of the
executable code. Moreover some evaluation can be done entirely statically with mechanisms
such as constant propagation. This way, some computation usually done at execution-time is
processed at compile-time.

A program written in any language can also be expressed as an abstract syntax tree.
Therefore, it is natural to wonder whether it is possible to extend the Expression Templates
technique to a whole programming language. Expressing a full program with a C++ type
reflecting its abstract syntax tree (AST) could thus be made possible. In this paper, this type
is called the TAT (Tree As Type). A TAT is a representation of an AST using a C++ type
formalism.

Expressing a program with a TAT would allow us to adapt the Expression Templates
evaluation method to a whole program and therefore to take advantage of the two-layers
execution model of C++ (see [Haney and Crotinger(1999)]). The entire process of compiling
and executing a program expressed as a TAT corresponds to its evaluation.

To experiment this idea, we have to choose a programming language which is simple
and which have few constructions. Nevertheless, this language must at least include types,
functions, records, arrays and flow control constructions. Tiger, a language defined by
[Appel(1997)], suits our needs: with only 40 rules in its EBNF grammar, it respects all
our conditions.

We use a front-end program which parses Tiger, and does the semantic analysis: type
checking, scopes and bindings. The output of this front-end is a C++ program which declares
a TAT. Our front-end is based on techniques explained by [Appel(1997)]. This front-end
associated with the C++ static processor constitute a compilation chain. Indeed, the input
of this chain is a textual Tiger program, and its output is an executable program.
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Our Tiger compiler is originally inspired by the Expression Templates technique. However,
the evaluated constructions are not restricted to basic ones, such as unary or binary operators,
but includes the common flow control constructions, structured types, variables, and nested
functions. Moreover, thanks to the use of a static environment, such advanced operations
can be evaluated by jumping from one point of the program to another. This happens for
example each time a function is called. That characteristic is a noticeable difference with the
Expression Templates which are evaluated in a simple bottom-up fashion.

This work is essentially a proof of concept. No-one before has mapped an entire language
to a C++ meta-program. Those that consider C++ (expression) templates for prototype
implementations should be interested in this project.

The C++ meta-language has here been introduced as an intermediate language. This view
diverges from the current trend which is to support meta-programming by designing meta-
languages as extensions of existing programming languages. This work is of relevance for both
the current meta-programming discussions and the on-going discussions around expression
templates.
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