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1 Introduction

Spot [12] is a C++ library of algorithms to implement the automata-theoretic approach to model-checking of linear-time temporal properties. To verify that a property \( \phi \) holds on a model \( M \) of some system, this approach [19] splits the verification process into four operations:

1. Computation of the state-space for the model \( M \). This state-space can be seen as an \( \omega \)-automaton \( A_M \) whose language, \( L(A_M) \), represents all possible infinite executions of \( M \).

2. Translation of the temporal property \( \phi \) into an \( \omega \)-automaton \( A_{\neg \phi} \) whose language, \( L(A_{\neg \phi}) \), is the set of all infinite executions that would invalidate \( \phi \).

3. Synchronization of these automata. This constructs a product automaton \( A_M \otimes A_{\neg \phi} \) whose language, \( L(A_M) \cap L(A_{\neg \phi}) \), is the set of executions of \( M \) invalidating \( \phi \).

4. Emptiness check of this product. This decides whether \( A_M \otimes A_{\neg \phi} \) accepts an infinite word, and can return such a word (a counterexample) if it does. The model \( M \) verifies \( \phi \) iff \( L(A_M \otimes A_{\neg \phi}) = \emptyset \).

While Büchi Automata (BA) are commonly used in such a framework, Spot implements a generalization thereof called TGBA (Transition-based Generalized Büchi Automata) where infinite words are accepted iff they visit infinitely often one transition from each acceptance set. TGBA are as expressive as BA, but can be more compact than BA, especially when expressing weak fairness properties.

2 LTL Translation

<table>
<thead>
<tr>
<th>Formula</th>
<th>Count of nondeterministic states and automata</th>
<th>Products with a random state-space of 200 states</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>(</td>
<td>A_{\neg \phi}</td>
</tr>
<tr>
<td>Spin 6.1.0</td>
<td>1635</td>
<td>7825</td>
</tr>
<tr>
<td>(7 timeouts)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>ltl2ba 1.1</td>
<td>1080</td>
<td>3646</td>
</tr>
<tr>
<td>LTL ( \rightarrow ) NBA</td>
<td>989</td>
<td>3214</td>
</tr>
<tr>
<td>Modella 1.5.9</td>
<td>1391</td>
<td>4562</td>
</tr>
<tr>
<td>ltl3ba 1.0.1</td>
<td>884</td>
<td>2538</td>
</tr>
<tr>
<td>Spot 0.9.1</td>
<td>742</td>
<td>2018</td>
</tr>
</tbody>
</table>

Spot is renowned for its translation of Linear-time Temporal Logic (LTL) formulas into small BA (or TGBA). The above table compares the BA output by Spot to those output by some other tools and shows that the automata output by Spot are, on the average, smaller, more deterministic, and yield substantially smaller products (in all columns, smaller numbers are better). More detailed benchmarks are available at http://spot.lip6.fr/dl/bench-0.9.1.pdf.

Spot obtains small automata thanks to a combination of: many syntactic simplifications on LTL formulas, a tableau construction from LTL to TGBA that uses binary decision diagrams for many simplifications [10], several post-processing simplifications including a minimization algorithm applied to weak deterministic Büchi automata [9] and a simulation algorithm applied to TGBA that are not weak deterministic.

Spot’s LTL translator has been used in a number of benchmarks [16][15][7][3], and as the translation step of several approaches [17][18][13][6].

Spot’s translator can be tested and easily demonstrated on-line at http://spot.lip6.fr/ltl2tgba.html. This web page offers access to three of the four translation algorithms implemented in Spot, with options to enable/disable all pre- and post-processings, and a choice of different automaton output (BA, TGBA, monitor). This interface can also be use to classify LTL formulas into the Manna-Pnueli hierarchy [14], either syntactically, or (for the obligation, safety, and guarantee classes), structurally.
Recent versions of Spot have added support for the linear fragment of PSL (Property Specification Language) an industrial standard [11] that mixes LTL operators with extended regular expressions. This can also be demonstrated online.

Besides being a showcase for a subset of the features available in the Spot library, we have found this online translator to be a great help in our day-to-day research on LTL/PSL model-checking.

3 Model-checking and More

Amusingly, Spot’s main purpose, as a library, is not really to translate temporal logic into automata: it is to help people build model checkers for their custom formalisms. All they need is to create an object that follows the TGBA interface and that performs the on-the-fly computation of the state-space of their models. TGBA are abstract objects in Spot, and they have an interface that allows on-the-fly computations: this way we build only the part of the state-space, and the part of its product with the property automaton, that the emptiness check needs to explore. We have built at least six custom model-checkers using Spot (four of which are for different flavors Petri Net models).

Spot actually offers more than just algorithms to implement the above automata-theoretic approach. It has four algorithms to translate Linear-time Temporal Logic (LTL) to TGBA or BA, five emptiness checks algorithms with some variants, two Büchi complementation algorithms, several LTL simplification rewritings, and a couple of reduction algorithms for TGBA, etc.

Spot has been used to experiment with various variants of the standard approach [8, 2, 11, 4], but also as an ω-automaton library to implement non-model-checking procedures [5].

4 Availability

Spot is developed collaboratively between LRDE (www.lrde.epita.fr) and LIP6 (move.lip6.fr). Its source code is distributed under the GNU GPL at spot.lip6.fr and comes with a large test-suite. Comments, questions, and bug-reports can be sent to our mailing list at spot@lrde.epita.fr.
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